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# EXPERIME NT NO. 4

**CO/LO:** Choose appropriate data structure and use it to design algorithm for solving a specific problem

**AIM / OBJECTIVE:** To implement various operations on Fibonacci Heap.

Properties of Fibonacci Heap:

Amortized Efficiency: Insertions and decrease-key operations take O(1) amortized time.

Lazy Merging: Trees are merged lazily, with restructuring delayed until necessary.

Find Min: Finding the minimum element takes O(1) time by accessing the min pointer.

Consolidation on Extract Min: Extracting the minimum takes O(logn) by consolidating trees.

Decrease Key: Decreasing a key cuts the node and its subtree, and inserts it into the root list in O(1) amortized time.

**TECHNOLOGY STACK USED: C, C++, JAVA SOURCE CODE:**

import java.io.\*;

class Node {

    Node parent;

    Node child;

    Node left;

    Node right;

    int key;

}

class Main {

    static Node mini = null;

    static int no\_of\_nodes = 0;

    static void Insertion(int val)

    {

        Node new\_node = new Node();

        new\_node.key = val;

        new\_node.parent = null;

        new\_node.child = null;

        new\_node.left = new\_node;

        new\_node.right = new\_node;

        if (mini != null) {

            (mini.left).right = new\_node;

            new\_node.right = mini;

            new\_node.left = mini.left;

            mini.left = new\_node;

            if (new\_node.key < mini.key)

                mini = new\_node;

        }

        else {

            mini = new\_node;

        }

    }

    static void Display(Node mini)

    {

        Node ptr = mini;

        if (ptr == null)

            System.out.println("The Heap is Empty");

        else {

            System.out.println(

                "The root nodes of Heap are: ");

            do {

                System.out.print(ptr.key);

                ptr = ptr.right;

                if (ptr != mini) {

                    System.out.print("-->");

                }

            } while (ptr != mini && ptr.right != null);

            System.out.println();

            System.out.println("The heap has " + no\_of\_nodes

                            + " nodes");

        }

    }

    static void FindMin(Node mini)

    {

        System.out.println("min of heap is: " + mini.key);

    }

    public static void main(String[] args)

    {

        no\_of\_nodes = 7;

        Insertion(4);

        Insertion(3);

        Insertion(7);

        Insertion(5);

        Insertion(2);

        Insertion(1);

        Insertion(10);

        Display(mini);

        FindMin(mini);

    }}

**OUTPUT:**

**![](data:image/png;base64,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)**

# CONCLUSION: In this experiment we understood and implemented Fibonacci heaps
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